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ABSTRACT
DevOps and Model Driven Engineering (MDE) provide differently skilled IT stakeholders with methodologies and tools for organizing and automating continuous software engineering activities and using models as key engineering artifacts. JSON is a popular data format, and JSON Schema provides a general-purpose schema language for JSON. This paper presents our work in progress on blended modeling and scenario simulation of continuous delivery pipelines as executable JSON-based models. For this purpose, we show a case study based on Keptn, an open source tool for DevOps automation of cloud-native applications, and its language, Shipyard, a JSON-based process language for continuous delivery pipeline specification.
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1 INTRODUCTION
Over the last decade, DevOps methods and tools have been successfully implemented and adopted by companies to boost automation and the efficiency of the engineering process.

The momentum of DevOps resulted in a flourishing of technological solutions to meet the huge market demands 1. This rapid evolution resulted in a varied landscape of tools [11, 20] for supporting activities of Continuous-software Engineering (CSE) [30] processes. Consequently, the choice of the right set of DevOps tools and their integration into frameworks for supporting potentially arbitrary and customizable activities of an engineering process is a practical problem faced by DevOps engineers.

In this regard, Bordeleau et al. [8] investigated and elicited sets of requirements for DevOps frameworks. Among them, they also consider the need for adequate support for modeling DevOps engineering processes, of the product resulting from the process, i.e., the software system, and resources (e.g., tools) involved in the accomplishment of development and operations phases.

To contribute to the above requirements, we proposed in [15] DevOpsML, a tool-supported [43] model-driven approach to model DevOps frameworks as a combination of processes and tools. We chose SPEM [44] as standard and tool-independent process modeling language for process modeling.

However, due to the varied and continuously evolving landscape of DevOps solutions [11], it is likely that different DevOps tools may provide their approach defining processes to accomplish DevOps engineering tasks. In this paper, as a representative DevOps tool, we choose Keptn [32], an open-source control plane for orchestrating continuous delivery (CD) and operational processes of cloud-based applications. Thanks to ongoing collaborations [22, 29], Keptn is often chosen as the industrial use case for our research endeavors. In particular, Keptn provides a declarative and event-based integration approach to tame the complexity of DevOps tool integration. For this purpose, Keptn relies on a set of JSON documents [35] validated against a set of given JSON schemas [37].

In [16], we proposed a semi-automated approach, namely JSON-SchemaDSL, for generating a modeling workbench for JSON-based domain-specific modeling languages (DSL) atop Eclipse Modeling Framework (EMF) and related technologies [23, 26–28, 31]. JSON-SchemaDSL supports the (meta)modeling of JSON schemas and their instances. In [17], we adopted JSON-SchemaDSL to realize a continuous consistency checking mechanism for JSON documents used in Keptn.

In this paper, we further contribute to applying MDE techniques and practices for DevOps [7] using Keptn as a reference tool for our case study. The main contributions of this paper are:

- Blended modeling [12, 18] of CD pipelines combining the native JSON textual notation and a dedicated graphical one. A new Sirius-based [26] graphical editor is under development on purpose.
- Simulation of CD scenarios. An executable operational semantics [9] is implemented in the GEMOC Studio language workbench [31]. The events collected in the scenario model drive the simulation of DevOps stages and steps of CD pipelines as designed and executed in Keptn.

The contributions of this paper leverage the model-driven JSON-SchemaDSL approach presented in [16] and combine it with the capabilities offered by the GEMOC Studio for designing JSON schema-based executable domain-specific modeling language (xDSL).

The rest of the paper is organized as follows. Section 2 sets the background. Section 3 introduces our bridging approach for blended modeling and simulation of DevOps processes. Section 4 presents a case study and a preliminary evaluation of our approach. Section 5 discusses related work, and finally, Section 6 concludes the paper.

2 BACKGROUND
This section briefly introduces MDE, blended modeling, JSON and JSON Schema, a.k.a. JSONware, our approach JSONSchemaDSL, and the Keptn tool.

2.1 Model-Driven Engineering
Model-driven engineering (MDE) [10] is an engineering methodology that relies on models as purposeful abstractions of complex (software) systems, which are manipulated during engineering activities and, possibly, throughout the whole system life-cycle for the sake of the highest possible process automation. Modeling(ing) and metamodeling [9] are pillar concepts and activities in MDE. A metamodel defines modeling concepts and their relationships and provides the intentional description of all possible models, which, in turn, must conform to the associated metamodel. A metamodel represents the abstract syntax of a modeling language in a conceptual way, independently of any form of notation or concrete syntax, which assigns textual and/or graphical notation(s) to a modeling language.

Models are abstractions of reality for a given purpose. In MDE, they are prescriptive, machine-readable artifacts obtained at the end of a modeling activity. Models are connected (i.e., model elements may be linked beyond the boundary of one model) and dynamic (i.e., models may be analyzed and executed in some form) [4, 9]. Executing models are models provided with an operational semantics defining the meaning of the language by implementing an interpreter that directly executes the model behavior.

2.2 Blended Modeling
A formal definition of blended modeling has been introduced by Ciccozzi et al. [13]:

"Blended modeling is the activity of interacting seamlessly with a single model through multiple notations, allowing a certain degree of temporary inconsistencies."

From a technical MDE perspective, blended modeling entails the adoption of a single metamodel and a mix of two or more graphical and/or textual concrete syntaxes. From a user perspective, a blended modeling environment should be able to cope with temporary inconsistencies across notations by detecting, solving, and then propagating consistent changes to the underlying model.

In [18], David et al. further characterized the notion of blended modeling by performing a systematic study of blended modeling in commercial and open-source model-driven software engineering tools. The collected tools are classified w.r.t. three main features of blended modeling, namely i) multiple notations, ii) seamless interaction among such notations, and iii) flexible consistency management to (temporarily) favor user experience and understandability over correctness.

In this paper, we contribute to the blended modeling of JSON-based artifacts by promoting a systematic integration of the native JSON textual notation with a graphical one.

2.3 JSONware: JSON and JSON Schema
JSON [35] initially emerged as lightweight and human-readable data serialization and messaging format for supporting information exchange. Two exemplary JSON artifacts are shown in Lst. 1 and Lst. 2. Data is stored in name/value pairs separated by commas, while curly braces hold objects and square brackets hold arrays. As a plain textual artifact, a JSON document can be manually edited in any text editor.

Listing 1: A JSON schema example.

```
{
  "$schema": "http://json-schema.org/draft-07/schema#",
  "type": "object",
  "properties": {
    "name": {"type":"string"},
    "surname": {"type":"string"}
  },
  "additionalProperties":true
}
```

Listing 2: A JSON schema instance, i.e., JSON document, example.

```
{
  "name": "Alessandro",
  "surname": "Colantoni",
  "affiliation": { 
    "universityName": "Johannes Kepler University",
    "city": "Linz"
  }
}
```

The JSON Schema2, promoted and maintained by an active open community [37], is published by IETF as a draft standard and defined as:

"a JSON-based format for describing the structure of JSON data. JSON schema asserts what a JSON document must look like, ways to extract information from it, and how to interact with it." [37].

---

2By convention, we use JSON Schema (uppercase S) to refer to the standard and JSON schema (lowercase S), or simply schema, to refer to a particular schema document.
The JSON Schema defines a so-called metaschema, i.e., a self-descriptive schema, validated against itself, which is used to validate any JSON schema. As a schema defines the data structure of JSON documents, the document is referred to as an instance (e.g., Lst. 2) of a given schema (e.g., Lst. 1). With JSON Schema, users are provided with a language to define constraints on JSON documents and tools for checking their conformance between schema instances and the corresponding schema [47–49].

2.4 JSONSchemaDSL: Bridging JSONware and MDE

From a MDE perspective, the metaschema by JSON Schema is a good candidate for playing a de-facto metalanguage role in an emerging JSONware technical space [38, 39]. In [40], Maiwald et al. provide a manual classification of JSON schemas collected in a growing and curated collection of JSON schemas called Schemastore [36]. This work testifies how JSON schemas are not only used for data constraints, support editing, parsing, and validation of JSON schemas generated Xtext-based editors, possibly extended with OCL constructs or L avenues for looking for correspondences between schema instances and the corresponding schema.

In [16], we elicited the JSONware technical space [38] (JSONware TS, see Fig. 2) and presented the conceptual architecture, workflow, and technical implementation of JSONSchemaDSL, a model-driven approach to bridge the JSONware to the EMF TS [38] while preserving the native JSON concrete syntax.

The JSONSchemaDSL is an approach for developing DSLs based on JSON schema specifications, built atop Eclipse EMF and Xtext. In [16], given a JSON schema as input, the approach can semi-automatically generate the Ecore-based metamodel and an Xtext grammar. The former defines the in-memory representation of a JSON document as an EMF model and is transparent to domain experts. The latter is designed to replicate the native JSON textual concrete syntax and, as such, does not require any MDE-specific knowledge and is suitable for any JSON user. A configuration model specifies variations of the generated grammar (e.g., choosing between JSON arrays or JSON objects).

JSONSchemaDSL reuses the generation capabilities of Xtext. The generated Xtext-based editors, possibly extended with OCL constraints, support editing, parsing, and validation of JSON schemas and JSON instance documents. From a MDE perspective, JSONSchemaDSL enables the (meta)modeling of JSON documents.

As many DevOps approaches are based on JSON, such as Keptn, discussed next, we have a basis for applying MDE for DevOps artifacts.

2.5 Keptn

Keptn is an open-source control plane for orchestrating continuous delivery (CD) and operational processes of cloud-based applications. It started in January 2019 by the company Dynatrace and then donated to the Cloud-Native Computing Foundation (CNCF) in 2020.

Keptn supports a declarative approach to building scalable automation routines for continuous delivery and operations. Keptn can invoke services from external DevOps tools and consumes the generated events while executing continuous delivery. At the time of writing, the integrated tools support testing, observability, deployment activities, and web-hooks to web applications.

To configure the provisioning of services, Keptn relies on declarative artifacts or specifications [14]. In [16, 17], we applied the JSONSchemaDSL approach to three Keptn specifications, namely Shipyard and SLI/SLO pair, enabling textual modeling and continuous consistency checking capabilities for corresponding JSON-based artifacts. In particular:

- **Shipyard**: The Shipyard specification declares a multi-stage delivery workflow by defining what needs to be done. A delivery workflow is based on multiple stages, each with different task sequences. A task sequence is a set of actions for a specific delivery or operational process. Following this declarative approach, there is no need to write imperative pipeline code.

- **SLI and SLO**: A service-level indicator (SLI) is a “carefully defined quantitative measure of some aspect of the level of service that is provided” [3]. A service-level objective (SLO) is “a target value or range of values for a service level that is measured by an SLI” [3]. Together, the SLI/SLO specifications declare a quality gate for a given service. This quality gate can be leveraged in the delivery or operational process to measure the defined quality criteria.

At the time of writing, Keptn provides two other JSON-based specifications, namely CloudEvents and Remediation, to define a contract for tool integration and a list of remediation actions for a given service, respectively [14].

3 APPROACH

Fig. 1 depicts the use cases covered by the proposed approach, extending the use cases (in gray) played by language engineers, tool providers, and domain experts presented in [16]. In particular:

- **The Language Engineer** creates and manipulates languages. With JSONSchemaDSL, she can define the abstract syntax of JSON-based DSLs. By construction, the native JSON notation is chosen as textual concrete syntax. The language engineer is expected to provide at least two concrete syntaxes for blended modeling, and it is a common choice to mix textual and graphical ones. An operational semantics specification can also be specified, obtaining a JSON-based xDSL.

- **The Domain Expert** creates and manipulates JSON documents. In JSONware, these artifacts are schema instances conforming to JSON schemas. Due to JSON, a domain expert is expected to work with textual artifacts. However, if additional concrete syntaxes and supporting tools are available (e.g., a graphical one), she can benefit from a blended modeling experience. The JSON documents can also be executed if an operational semantics and interpreter are provided.

- **The Tool Provider** implements tools to support activities. Essential tools are textual and graphical editors for blended modeling and interpreter for execution via operational semantics.

The up-to-date list is available at https://keptn.sh/docs/integrations/
This capability is necessary to enable a blended modeling experience based on EMF using the generated tree-based editor.

Instances of JSON artifacts are automatically generated, enriched by JSON schema-specific OCL constraints. The textual editor adopts JSON instance documents, which, in turn, conforms both to the original engineering activity. In addition, MDE experts can also further inspect and edit the actual structure of the in-memory representation of the JSON artifact in EMF using the generated tree-based editor.

A graphical concrete syntax for the given JSON schema is realized via Sirius [26], an Eclipse project which allows the generation of a graphical modeling workbench for EMF-based models. Language engineers and domain experts are expected to agree on the graphical notation. A graphical editor is then generated for JSON instance documents. The Sirius-based editor offers the possibility to visualize and edit the content of a JSON instance document.

It is worth noting that all the editors mentioned above, i.e., tree-based, textual, and graphical, share the same in-memory representation based on EMF and can be opened in the same Eclipse IDE. This capability is necessary to enable a blended modeling experience of JSON artifacts (4). Indeed, domain experts can seamlessly choose among three different editors to manipulate the same JSON instance document, which, in turn, conforms both to the original JSON schema and the generated Ecore metamodel and Xtext grammar. Moreover, by preserving the native JSON notation, the domain experts can continue using any existing JSON document editor.

Finally, if a JSON schema is provided with executable operational semantics, any compliant JSON instance documents can be executed (5). We implemented an executable operational semantics for Shipyard using GEMOC Studio. It provides generic components through Eclipse technologies developing, integrating, and using of heterogeneous xDSLs via a so-called language workbench. In particular, the GEMOC Studio integrates Kermeta 3 (K3) [21], an action language used to implement the execution semantics of Ecore metamodels, as the ones generated by the JSONSchemaDSL. Kermeta 3 is built on top of the Xtend, a dialect of Java, which compiles into readable Java-compatible source code as a result, a Java-compliant interpreter can be generated for a given JSON schema. The availability of executable semantics and interpreters for JSON-based xDSLs may help (i) domain experts in performing activities and (ii) tool providers to augment their tools with MDE technologies whenever JSON schemas are used in model-based DevOps processes [30].

It is worth noting that the JSONSchemaDSL is not a “one size fits all” approach. It covers domain-independent steps, like representing the JSON metaschema in Ecore, hidden on purpose from Fig. 2, and domain-specific ones. The latter must be replicated for each JSON schema.

The extended capabilities of the JSONSchemaDSL approach (see Fig. 1) benefit both domain experts and tool providers. The former can choose among a richer set of tools to manipulate JSON artifacts, in addition to and compatible with any existing JSON-based tool. The latter can leverage the generation capabilities provided by model-driven language workbenches, like GEMOC Studio, to give a richer, domain-specific tool set for JSON artifacts.

4 BLENDED MODELING AND SIMULATION OF CONTINUOUS DELIVERY PIPELINES

This section describes the blended modeling and scenario simulation for CD pipelines specified in Shipyard. The case study extends the one presented in [16] to show an application of the approach in Fig. 2, combining JSONSchemaDSL and GEMOC Studio.

Thanks to JSONSchemaDSL, each Keptn specification can be engineered as a fully-fledged DSL. Subsequently, the corresponding JSON document can be edited and visualized by the generated textual and graphical editors.

In [16, 17], we applied the JSONSchemaDSL to Shipyard and SLI/SLO specifications obtaining the following artifacts and tools:

- Ecore metamodels and Xtext grammars for Shipyard and SLI/SLO specifications
- Xtext-based textual editors, with additional OCL constraints, for Shipyard and SLI/SLO
- A continuous consistency checking mechanism between explicitly linked Shipyard and SLI/SLO models, based on Viatra, an open-source model query, validation, and transformation framework supporting the efficient evaluation of model queries on EMF models [50]

In this paper, we further extend the case study for Shipyard, obtaining the following additional artifacts and tools:

- Sirius-based Shipyard graphical editor
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Figure 2: JSONSchemaDSL and GEMOC Studio for blended modeling and execution of JSON-based (x)DSLs.

- Shipyard executable operational semantics and interpreter based on Xtend and Kermeta [21]

As a result, Keptn users as domain experts can benefit from a blended modeling experience and can simulate CD scenarios. We further detail these two new capabilities in the following.

4.1 Blended Modeling for Shipyard

Fig. 3 shows a running GEMOC Modeling Workbench, i.e., a xDSL-specific Eclipse instance used by domain designers, in our case Shipyard experts, to create, and execute Shipyard models. In Fig. 3, the view is suitably arranged to show the textual and graphical editors of a Shipyard model.

A shipyard-sockshop Shipyard model is available from the official Keptn documentation. The shipyard-sockshop consists of three consecutive stages, i.e., development, hardening, and production. Development and hardening stages contain a delivery sequence of four tasks: deployment, test, evaluation, and release. The next production stage contains a delivery sequence including deployment and release tasks, a rollback sequence containing a single homonym task, and a remediation sequence, including remediation and evaluation tasks. If the delivery sequence of the dev stage (dev.delivery) is activated by the user, and its execution is successful, the delivery sequence of the hardening stage (hardening.delivery) is triggered. During the hardening stage, if the delivery sequence is successful, then the delivery sequence is also triggered in the production stage. If the latter fails, the rollback sequence is started. In this shipyard-sockshop example, a remediation sequence, including remediation and evaluation tasks, is available at the production stage. The above-described workflow does not trigger the remediation sequence and, as such, appears disconnected from it. Therefore, if started by the user, it is executed independently from other stages, sequences, or tasks.

Fig. 3a shows the shipyard-sockshop CD pipeline as an instance of the Shipyard DSL in the generated Xtext-based editor, including highlighting of Shipyard keywords. Fig. 3b shows the same shipyard-sockshop CD pipeline in a Sirius-based graphical editor.

Since the Shipyard JSON schema defines a continuous delivery pipeline as a hierarchical workflow of stages, sequences, and tasks, the graphical concrete syntax has been designed to resemble a workflow. It is worth noting that, for the sake of blended modeling (single model, multiple notations, see Section 2), we did not consider as viable solutions the adoption of existing software process languages like SPEM [44], BPMN [45], or UML activities [46], that require the integration (e.g., via model transformations [9]) of additional metamodels.

Designing the Shipyard continuous delivery workflow directly in JSON (Fig. 3a) is the typical choice for Keptn users since Keptn is provided as a MDE-agnostic tool and does not provide Shipyard-specific graphical editors. Specifying complex Shipyard CD pipelines in JSON can be verbose and then cumbersome. The current implementation of the Shipyard graphical editor works as a viewer for Shipyard CD pipelines. The depicted workflow is automatically synchronized when the Shipyard model is saved. We are working on offering a full blended modeling experience to Keptn users, which requires extending the graphical editor with editing capabilities, following the Sirius implementation guidelines.

Table 1 provides a preliminary overview of the blended modeling capabilities for Shipyard, according to the classification framework proposed by David et al. in [18].

JSONSchemaDSL and the generated tool support for Shipyard are open-source tools [5, 6]. The tool support for Shipyard xDSL is available as standalone Eclipse desktop applications. A web-based version is left as future work. Candidate technologies to be considered in Fig. 2 are Eclipse Theia [24], EMF Cloud [25], and GEMOC headless [31]. Collaboration can be supported in Keptn via GitOps [51], as discussed in our previous work [17].

Concerning user-oriented features, two notations, i.e., the JSON native textual notation (Fig. 3a) and graphical one (Fig. 3b), are provided to domain experts for Shipyard. These two notations are used in separated editors, and their overlap is complete: all the information in the JSON document can be depicted on the diagram or, if not, shown in property views associated with the model element selected on the diagram. Tree-based notations (and editors) are not

---

1https://github.com/keptn/spec/blob/master/shipyard.md. The example is provided in YAML. Any YAML document can be automatically converted into JSON format.

Table 1: Preliminary classification of the blended modeling capabilities of the Shipyard model editor based on [18].

<table>
<thead>
<tr>
<th>Generic</th>
<th>Tool</th>
<th>Open-source</th>
<th>YES</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
<td>Web-based</td>
<td>NO</td>
</tr>
<tr>
<td></td>
<td></td>
<td>Motivation</td>
<td>Blended modeling and simulation of continuous delivery pipelines specified in Shipyard, a JSON schema-based DSL used in the Keptn open source tool</td>
</tr>
<tr>
<td></td>
<td></td>
<td>Collaboration</td>
<td>YES</td>
</tr>
<tr>
<td>User-oriented</td>
<td>Notation</td>
<td>Notation types</td>
<td>TEXTUAL, GRAPHICAL</td>
</tr>
<tr>
<td></td>
<td></td>
<td>Notation instances (number of)</td>
<td>2</td>
</tr>
<tr>
<td></td>
<td></td>
<td>Embedded languages</td>
<td>NO</td>
</tr>
<tr>
<td></td>
<td></td>
<td>Overlap</td>
<td>PARTIAL</td>
</tr>
<tr>
<td>Visualization and Navigation</td>
<td>Visualize multiple notations</td>
<td>YES</td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td>Synchronous navigation</td>
<td>NO</td>
</tr>
<tr>
<td></td>
<td></td>
<td>Navigation among notations</td>
<td>NO</td>
</tr>
<tr>
<td>Realization-oriented</td>
<td>Mapping and Platform</td>
<td>Mapping</td>
<td>PARSER-BASE</td>
</tr>
<tr>
<td></td>
<td></td>
<td>Platform</td>
<td>ECLIPSE</td>
</tr>
<tr>
<td></td>
<td>Change Propagation and Traceability</td>
<td>Change propagation</td>
<td>SEQUENTIAL</td>
</tr>
<tr>
<td></td>
<td></td>
<td>Traceability</td>
<td>NO</td>
</tr>
<tr>
<td></td>
<td>Inconsistency Management</td>
<td>Inconsistency visualization</td>
<td>NO</td>
</tr>
<tr>
<td></td>
<td></td>
<td>Inconsistency management type</td>
<td>NO</td>
</tr>
<tr>
<td></td>
<td></td>
<td>Inconsistency management automation</td>
<td>NO</td>
</tr>
</tbody>
</table>

considered by [18]. As shown in Fig. 3, it is possible to visualize both the textual and graphical versions of the model. However, the generated editors do not yet provide advanced synchronization or navigation routines (e.g., simultaneous selection of the same model elements across notations or customized contextual menus).

Realization-oriented features capture technicalities. JSONSchema-DSL is based on Xtext [28] that generates a parser for a given JSON schema. Change propagation across notations happens when the textual editor saves a valid Shipyard model.

Mechanisms for traceability and inconsistency management across notations are not yet explicitly supported and are left for future work.

4.2 Simulation of Continuous Delivery Scenarios

A Keptn user can decide the starting sequence of a Shipyard CD pipeline, uniquely identified by its stage and sequence name (e.g., dev.delivery). At the time of writing, Keptn users can only execute and test Shipyard CD pipelines by uploading and running them on a Keptn runtime via CLI⁷. Keptn does not provide any means for simulating the CD pipeline outside the Keptn runtime.

To overcome this limitation, we are extending Shipyard with an operational semantics implemented in Xtend/Kermeta 3 (Fig.2, label 5), following the GEMOC Studio guidelines⁸, obtaining a Shipyard xDSL. The goal is to provide an approach for early validation by simulation of CD scenarios defined in Shipyard, before their actual executions by the Keptn engine. For this purpose, we defined a minimal Scenario metamodel in Ecore (see Fig.4a). A top-level ShipyardExecutionSuite refers to the ShipyardRoot, i.e., the top-level metaclass of the Shipyard schema metamodel as generated by JSONSchemaDSL. A ShipyardExecutionSuite is composed of many Scenarios. Each scenario consists of two possibly empty collections of SequenceEvents and TaskEvents, triggering the Sequences and Tasks, respectively (Fig.4b). A simulation scenario starts from an arbitrary initial Sequence. Each sequence or task can be correctly executed, fail, or cause a warning, generating a corresponding passed, failed, or warning event. Fig.3 shows a running debug session of the shipyard-sockshop driven by the scenario named Rollback of the associated ShipyardExecutionSuite model depicted in Fig.3c. In our example, the proposed ShipyardExecutionSuite comprises four scenarios with the required initial sequence (in parenthesis), namely: rollback (dev.delivery) which execution is shown in Fig.3b, hardening evaluation warning (dev.delivery) and remediation (production.remediation). The rollback scenario assumes the failure of the production.delivery sequence, while the hardening evaluation warning scenario includes a warning for the hardening.delivery.evaluation task. Finally, by default, we assign a passed event to any sequences and tasks not explicitly referred to in a ShipyardExecutionSuite model. For this reason, we assume that all sequences and tasks in the remediation scenario are passed.

Fig3b shows the outcome of a completed debugging session driven by the events defined in the rollback scenario. Accordingly, development and hardening stages are successfully executed. During the production stage, the delivery sequence failed to trigger a successful rollback sequence. The remediation sequence in the production stage is not executed since the execution started from the delivery sequence in development stage, and no triggers are generated during the execution of the Shipyard JSON document in Fig.3a.

The definition of simulation scenarios for Shipyard CD pipelines is still under development. For example, we are investigating using the IEEE XES standard [34] to model more complex event-based scenarios.

---

⁷https://keptn.sh/docs/0.13.x/reference/cli commands/
⁸https://download.eclipse.org/gemoc/docs/releases/3.4.0/userguide-bw-make-language-executable.html
5 RELATED WORK

5.1 On Blended Modeling of JSON Documents

For related work concerning JSONware and MDE of this subject, the reader should refer to [16].

Blended modeling is a recent research topic. The most recent work on blended modeling support in commercial and open source tools is provided by David et al. in [18]. In their work, 5000 academic papers and nearly 1500 entries of gray literature have been reviewed. They identified 26 tools representing the current spectrum of modeling tools. To the best of the authors’ knowledge, none of the selected tools address model-driven approaches and blended modeling concerns related to JSON documents.

5.2 On Simulation of DevOps Processes

In [41], Medvedev et al. propose the performance analysis of a multi-agent CI/CD pipeline, which is mapped to a queuing multi-channel system. The simulation is focused on improving the schedule of CI/CD tasks among server agents to improve the overall performance of the CI/CD pipeline.

In [2], Mesmia et al. model a DevOps workflow using the Business Process Modeling Notation (BPMN) and manually translate it into a non-Markovian Stochastic Petri Net (SPN) executable model for the sake of verification and duration prediction.

In [1], Alonso et al. present the overall architecture and capabilities of the DECIDE DevOps framework for multi-cloud applications. DECIDE includes a set of modules supporting different CI/CD activities. One such module, OPTIMUS [19], runs pre-deployment simulations to determine the best deployment scenarios, based on matching the application’s non-functional requirements and profiles of available cloud services.
Unlike [1, 2, 41], our solution follows a systematic model-driven approach, implementing the operational semantics of an existing non-executable JSON-based DSL, i.e., Shipyard. Moreover, our approach offers automation capabilities thanks to MDE techniques and practices [9] by generating supporting tools like editors and interpreters. This aspect is neglected in [1, 2, 41]. For example, [2] proposes a translational semantics to stochastic Petri Nets (SPN), but the transformation to SPN is performed manually.

In [1], the authors mentioned MELODIC [33, 42] as the only related work to support deployment simulation and optimization of big data applications adopting a model-driven engineering approach. MELODIC is a comprehensive approach for modeling, deploying, and optimizing of multi-cloud applications. In MELODIC, the multi-cloud native application is modeled in the Cloud Application Modelling Execution Language (CAMEL) and Business Process Models (BPMs). The CAMEL application model is transformed into a Constraint Programming Model for mathematical optimization of the deployment. Our approach builds upon the same MDE principles and practices. Our goal is nevertheless different and focused on JSON-based artifacts already used by existing MDE-agnostic DevOps tools, like Keptn.

Concerning simulation, the purposes of collected related work are formal verification [2], performance [41], and overall optimization [1, 33] of the deployment process. The Shipyard operational semantics presented in this work is realized for the functional tests of CD simulation scenarios. Nevertheless, quality aspects of simulation scenarios can be considered in Keptn by combining SLI/SLO and Shipyard models as shown in [17].

6 CONCLUSION AND FUTURE WORK

This paper presents a work in progress to enable the blended modeling and simulation of DevOps processes specified using a JSON-based DSL. For this purpose, we leveraged and combined in a pipeline the model-driven capabilities of our JSONSchemaDSL approach and the GEMOC Studio, enabling the semi-automated generation of fully fledged executable DSLs and tool support from JSON schema documents. At the time of writing, the tool support comprises an Xtect-based textual editor, a Sirius-based graphical viewer, and a GEMOC-based interpreter. We presented an extended case study based on Keptn, an open-source tool for DevOps automation of cloud-native applications. Keptn provides several JSON schemas or specifications used by Keptn experts to validate DevOps artifacts to suitably configure the continuous delivery of cloud-native applications.

In this paper, we are paving the way towards the blended modeling and event-based simulation of continuous delivery pipelines edited in Shipyard, a JSON schema provided by Keptn. Nevertheless, to accomplish such a goal, additional implementation effort is required. First, a fully operational blended modeling capability needs the implementation of editing actions into the Sirius-based viewer, enabling bidirectional propagation of model changes via the underlying EMF-based APIs. Second, to cope with temporary inconsistencies, we aim to investigate adopting the GitOps framework [51] as already used in Keptn and discussed in [17], leveraging the textual JSON model as source of truth.

Finally, as future work, we also aim to provide our JSONSchemaDSL approach by challenging its capabilities and potential integration with existing model-driven technologies with extensions of the Keptn case study, e.g., by developing an ecosystem of (x)DSLs and linked models based on Keptn specifications.
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